[Why does scanf() need “%lf” for doubles, when printf() is okay with just “%f”?](http://stackoverflow.com/questions/210590/why-does-scanf-need-lf-for-doubles-when-printf-is-okay-with-just-f)

Q: Why is it that scanf() needs the l in "%lf" when reading a double, when printf() can use "%f" regardless of whether its argument is a double or a float?

Example code:

double d;

scanf("%lf", &d);

printf("%f", d);

A: Because C will promote floats to doubles for functions that take variable arguments. Pointers aren't promoted to anything, so you should be using %lf, %lg or %le (or %la in C99) to read in doubles.

# Q: [What is the difference between exit(0) and exit(1) in C?](http://stackoverflow.com/questions/9944785/what-is-the-difference-between-exit0-and-exit1-in-c)

**What is the difference between exit(0) and exit(1) in C language?**

A:

exit(0) indicates successful program termination & it is fully portable, While  
exit(1) (usually) indicates unsucessful termination. However, it's usage is non-portable.

Note that the C standard defines EXIT\_SUCCESS and EXIT\_FAILURE to return termination status from a C program.

0 and EXIT\_SUCCESS are the values specified by the standard to indicate successful termination, however, only EXIT\_FAILURE is the standard value for returning unsucessful termination. 1 is used for the same in many implementations though.

# Q: [What is the difference between %0.2lf and %.2lf as printf placeholders?](http://stackoverflow.com/questions/15765289/what-is-the-difference-between-0-2lf-and-2lf-as-printf-placeholders)

I am aware that putting any number of 0's before the width of the placeholder implements zero-padding. For example, printf("%02d", 6); prints 06.

But what does putting a single 0 before the precision of the placeholder do? For example, for both printf("%0.2lf", 0.123); and printf("%.2lf", 0.123);, the output is 0.12.

If it does nothing, is there a preferred format?

A:

They are "equivalent". If you were to use "%07.2", then it would make a difference, by adding extra zeros on the front.

Edit: Originally had "%04.2", which of course doesn't make any difference, because a float with two decimals is always 4 wide anyway.

These examples should show the difference:

"%0.2lf", 0.123 -> 0.12 (zero padded min. width of 0, 2 decimal places).

"%6.2lf", 0.123 -> \_\_0.12 (space padded min. width of 6, 2 decimal places).

"%06.2lf", 0.123 -> 000.12 (zero padded min. width of 6, 2 decimal places).

"%0.6lf", 0.123 -> 0.123000 (min width of 0, 6 decimal places).

The first zero specifies zero padding, followed by the minimum width, which has a default of 0. Thus it is effectively ignored by itself (since you cannot pad 0 width).

Incidentally, the correct form is %f, not %lf for printf

## **Example: Factorial of a Number**

#include <stdio.h>

int main()

{

int n, i;

unsigned long long factorial = 1;

printf("Enter an integer: ");

scanf("%d",&n);

// show error if the user enters a negative integer

if (n < 0)

printf("Error! Factorial of a negative number doesn't exist.");

else

{

for(i=1; i<=n; ++i)

{

factorial \*= i; // factorial = factorial\*i;

}

printf("Factorial of %d = %llu", n, factorial);

}

return 0;

}

THE MOST IMPORTANT OF THIS CODE IS THAT-

factorial \*= i; // factorial = factorial\*i;

## C program to sort 2d array by row or column

**#include<stdio.h>**

**#include<conio.h>**

**int** main( )

{

**int** a[][6]={

{25,64,96,32,78,27}, //Desired solution : {25,27,32,64,78,96},

{50,12,69,78,32,92} // {50,92,78,12,32,69}

};

**int** i, j, k, temp, temp1 ;

//Bubble sorting is applieed on one first row while the other row is swapped

**for**(j=1;j<6;j++)

{

**for**(i=0; i<5; i++)

{

**if**(a[0][i]>a[0][i+1])

{

temp=a[0][i];

a[0][i]=a[0][i+1];

a[0][i+1]=temp;

temp1 = a[1][i];

a[1][i] = a[1][i+1];

a[1][i+1]=temp1;

}

}

}

printf ( **"\n\nArray after sorting:\n"**) ;

**for** ( i = 0 ; i <2; i++ )

{

**for**(j=0; j<6; j++)

{

printf ( **"%d\t"**, a[i][j] ) ; //printing sorted array

}

printf(**"\n"**);

}

getch();

}

# Q: [What does `if(!\*str) …` mean for a `char\* str`?](http://stackoverflow.com/questions/33730314/what-does-ifstr-mean-for-a-char-str)

What does !\*s do in this function:

void f( char \*s) {

if( !\*s ) {

return;

}

f( s+1 );

putchar( \*s );

}

int main( void ) {

f("kernighan");

putchar('\n');

return 0;

}

The output of this program is nahginrek; which I think it swapped the left character with the right character and keeps doing it till it reaches the middle?

A:

It checks if the character pointed to by s is ascii null (NUL) '\0' which is the string delimiter (last char) in C strings.

!\*s will be true if \*s is '\0'.

Note that it is not the same as checking if s is NULL which means that the pointer s points to address zero.

Q: Which is better/more generally accepted?

This:

if(condition)

{

statement;

}

Or:

if(condition)

statement;

I tend to prefer the first one, because I think it makes it easier to tell what actually belongs in the if block, it saves others from adding the braces later (or creating a bug by forgetting to), and it makes all your if statements uniform instead of some with braces and some without. The second one, however, is still syntactically correct and definitely more compact. I'm curious to see which is more generally preferred by others though.

A:

The first is better because the second is error-prone. For example, let's say you are temporarily commenting out code to debug something:

if(condition)

// statement;

otherStatement;

Or adding code in a hurry:

if(condition)

statement;

otherStatement;

This is obviously bad. On the other hand, the first one does feel too verbose at times. Therefore, I prefer to just put everything on one line if it's sufficiently short and simple:

if(condition) statement;

This cuts down on syntactic noise while making the construct look like it does what it actually does, making it less error-prone. Provided that this syntax is only used for very simple, short conditions and statements, I find it perfectly readable.

### Q: TIME COMPLEXITY??

### Definition of "big Omega"

We need the notation for the **lower bound**. A capital omega Ω notation is used in this case. We say that f(n) = Ω(g(n)) when there exist constant c that f(n) ≥ c\*g(n) for for all sufficiently large n. Examples

* n = Ω(1)
* n2 = Ω(n)
* n2 = Ω(n log(n))
* 2 n + 1 = O(n)

### Definition of "big Theta"

To measure the complexity of a particular algorithm, means to find the upper and lower bounds. A new notation is used in this case. We say that f(n) = Θ(g(n)) if and only f(n) = O(g(n)) and f(n) = Ω(g(n)). Examples

* 2 n = Θ(n)
* n2 + 2 n + 1 = Θ( n2)

### Analysis of Algorithms

The term analysis of algorithms is used to describe approaches to the study of the performance of algorithms. In this course we will perform the following types of analysis:

* the *worst-case runtime complexity* of the algorithm is the function defined by the maximum number of steps taken on any instance of size a.
* the *best-case runtime complexity* of the algorithm is the function defined by the minimum number of steps taken on any instance of size a.
* the *average case runtime complexity* of the algorithm is the function defined by an average number of steps taken on any instance of size a.
* the *amortized runtime complexity* of the algorithm is the function defined by a sequence of operations applied to the input of size a and averaged over time.

**Example.** Let us consider an algorithm of sequential searching in an array.of size n.

Its *worst-case runtime complexity* is O(n)   
Its *best-case runtime complexity* is O(1)   
Its *average case runtime complexity* is O(n/2)=O(n)

### Amortized Time Complexity

Consider a dynamic array stack. In this model push() will double up the array size if there is no enough space. Since copying arrays cannot be performed in constant time, we say that push is also cannot be done in constant time. In this section, we will show that push() takes amortized constant time.

Let us count the number of copying operations needed to do a sequence of pushes.

|  |  |  |  |
| --- | --- | --- | --- |
| **push()** | **copy** | **old array size** | **new array size** |
| 1 | 0 | 1 | - |
| 2 | 1 | 1 | 2 |
| 3 | 2 | 2 | 4 |
| 4 | 0 | 4 | - |
| 5 | 4 | 4 | 8 |
| 6 | 0 | 8 | - |
| 7 | 0 | 8 | - |
| 8 | 0 | 8 | - |
| 9 | 8 | 8 | 16 |

We see that 3 pushes requires 2 + 1 = 3 copies.

We see that 5 pushes requires 4 + 2 + 1 = 7 copies.

We see that 9 pushes requires 8 + 4 + 2 + 1 = 15 copies.

In general, 2n+1 pushes requires 2n + 2n-1+ ... + 2 + 1 = 2n+1 - 1 copies.

Asymptotically speaking, the number of copies is about the same as the number of pushes.

2n+1 - 1

limit --------- = 2 = O(1)

n→∞ 2n + 1

We say that the algorithm runs at **amortized constant time**.

# Q: [How to reverse a singly linked list using only two pointers?](http://stackoverflow.com/questions/1801549/how-to-reverse-a-singly-linked-list-using-only-two-pointers)

I would be wondered if there exists some logic to reverse the linked list using only two pointers.

The following is used to reverse the single linked list using three pointers namely p, q, r:

struct node

{

int data;

struct node \*link;

};

void reverse()

{

struct node \*p = first,

\*q = NULL,

\*r;

while (p != NULL)

{

r = q;

q = p;

p = p->link;

q->link = r;

}

q = first;

}

Is there any other alternate to reverse the linked list? what would be the best logic to reverse a singly linked list, in terms of time complexity?

Any alternative? No, this is as simple as it gets, and there's no fundamentally-different way of doing it. This algorithm is already O(n) time, and you can't get any faster than that, as you must modify every node.

It looks like your code is on the right track, but it's not quite working in the form above. Here's a working version:

#include <stdio.h>

typedef struct Node {

char data;

struct Node\* next;

} Node;

void print\_list(Node\* root) {

while (root) {

printf("%c ", root->data);

root = root->next;

}

printf("\n");

}

Node\* reverse(Node\* root) {

Node\* new\_root = 0;

while (root) {

Node\* next = root->next;

root->next = new\_root;

new\_root = root;

root = next;

}

return new\_root;

}

int main() {

Node d = { 'd', 0 };

Node c = { 'c', &d };

Node b = { 'b', &c };

Node a = { 'a', &b };

Node\* root = &a;

print\_list(root);

root = reverse(root);

print\_list(root);

return 0;

# Implement Stack using Queues

A stack can be implemented using two queues. Let stack to be implemented be ‘s’ and queues used to implement be ‘q1′ and ‘q2′. Stack ‘s’ can be implemented in two ways:

**Method 1 (By making push operation costly)**  
This method makes sure that newly entered element is always at the front of ‘q1′, so that pop operation just dequeues from ‘q1′. ‘q2′ is used to put every new element at front of ‘q1′.

push(s, x) // x is the element to be pushed and s is stack

1) Enqueue x to q2

2) One by one dequeue everything from q1 and enqueue to q2.

3) Swap the names of q1 and q2

// Swapping of names is done to avoid one more movement of all elements

// from q2 to q1.

pop(s)

1) Dequeue an item from q1 and return it.

**Method 2 (By making pop operation costly)**  
In push operation, the new element is always enqueued to q1. In pop() operation, if q2 is empty then all the elements except the last, are moved to q2. Finally the last element is dequeued from q1 and returned.

push(s, x)

1) Enqueue x to q1 (assuming size of q1 is unlimited).

pop(s)

1) One by one dequeue everything except the last element from q1 and enqueue to q2.

2) Dequeue the last item of q1, the dequeued item is result, store it.

3) Swap the names of q1 and q2

4) Return the item stored in step 2.

// Swapping of names is done to avoid one more movement of all elements

// from q2 to q1.

**References:**  
[Implement Stack using Two Queues](http://stackoverflow.com/questions/688276/implement-stack-using-two-queues)

### Asked in: [Accolite](http://www.practice.geeksforgeeks.org/tag-page.php?isCmp=1&tag=Accolite), [Adobe](http://www.practice.geeksforgeeks.org/tag-page.php?isCmp=1&tag=Adobe), [Amazon](http://www.practice.geeksforgeeks.org/tag-page.php?isCmp=1&tag=Amazon), [CouponDunia](http://www.practice.geeksforgeeks.org/tag-page.php?isCmp=1&tag=CouponDunia), [Grofers](http://www.practice.geeksforgeeks.org/tag-page.php?isCmp=1&tag=Grofers), [Kritikal Solutions](http://www.practice.geeksforgeeks.org/tag-page.php?isCmp=1&tag=Kritikal%20Solutions), [Oracle](http://www.practice.geeksforgeeks.org/tag-page.php?isCmp=1&tag=Oracle),[Snapdeal](http://www.practice.geeksforgeeks.org/tag-page.php?isCmp=1&tag=Snapdeal)

This article is compiled by **Sumit Jain**and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

# Backtracking | Set 2 (Rat in a Maze)

We have discussed Backtracking and Knight’s tour problem in [Set 1](http://geeksforgeeks.org/?p=12916). Let us discuss Rat in a [Maze](http://en.wikipedia.org/wiki/Maze)as another example problem that can be solved using Backtracking.

A Maze is given as N\*N binary matrix of blocks where source block is the upper left most block i.e., maze[0][0] and destination block is lower rightmost block i.e., maze[N-1][N-1]. A rat starts from source and has to reach destination. The rat can move only in two directions: forward and down.  
In the maze matrix, 0 means the block is dead end and 1 means the block can be used in the path from source to destination. Note that this is a simple version of the typical Maze problem. For example, a more complex version can be that the rat can move in 4 directions and a more complex version can be with limited number of moves.

Following is an example maze.

Gray blocks are dead ends (value = 0).

[![http://geeksforgeeks.org/wp-content/uploads/ratinmaze_filled11.png](data:image/png;base64,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)](http://geeksforgeeks.org/wp-content/uploads/ratinmaze_filled11.png)

Following is binary matrix representation of the above maze.

{1, 0, 0, 0}

{1, 1, 0, 1}

{0, 1, 0, 0}

{1, 1, 1, 1}

Following is maze with highlighted solution path.

[![http://geeksforgeeks.org/wp-content/uploads/ratinmaze_filled_path1.png](data:image/png;base64,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)](http://geeksforgeeks.org/wp-content/uploads/ratinmaze_filled_path1.png)

Following is the solution matrix (output of program) for the above input matrx.

{1, 0, 0, 0}

{1, 1, 0, 0}

{0, 1, 0, 0}

{0, 1, 1, 1}

All enteries in solution path are marked as 1.

**Naive Algorithm**  
The Naive Algorithm is to generate all paths from source to destination and one by one check if the generated path satisfies the constraints.

while there are untried paths

{

generate the next path

if this path has all blocks as 1

{

print this path;

}

}

**Backtrackng Algorithm**

If destination is reached

print the solution matrix

Else

a) Mark current cell in solution matrix as 1.

b) Move forward in horizontal direction and recursively check if this

move leads to a solution.

c) If the move chosen in the above step doesn't lead to a solution

then move down and check if this move leads to a solution.

d) If none of the above solutions work then unmark this cell as 0

(BACKTRACK) and return false.

**Implementation of Backtracking solution**

* C/C++
* Java

|  |
| --- |
| /\* C/C++ program to solve Rat in a Maze problem using     backtracking \*/  #include<stdio.h>    // Maze size  #define N 4    bool solveMazeUtil(int maze[N][N], int x, int y, int sol[N][N]);    /\* A utility function to print solution matrix sol[N][N] \*/  void printSolution(int sol[N][N])  {      for (int i = 0; i < N; i++)      {          for (int j = 0; j < N; j++)              printf(" %d ", sol[i][j]);          printf("\n");      }  }    /\* A utility function to check if x,y is valid index for N\*N maze \*/  bool isSafe(int maze[N][N], int x, int y)  {      // if (x,y outside maze) return false      if(x >= 0 && x < N && y >= 0 && y < N && maze[x][y] == 1)          return true;        return false;  }    /\* This function solves the Maze problem using Backtracking.  It mainly     uses solveMazeUtil() to solve the problem. It returns false if no     path is possible, otherwise return true and prints the path in the     form of 1s. Please note that there may be more than one solutions,     this function prints one of the feasible solutions.\*/  bool solveMaze(int maze[N][N])  {      int sol[N][N] = { {0, 0, 0, 0},          {0, 0, 0, 0},          {0, 0, 0, 0},          {0, 0, 0, 0}      };        if(solveMazeUtil(maze, 0, 0, sol) == false)      {          printf("Solution doesn't exist");          return false;      }        printSolution(sol);      return true;  }    /\* A recursive utility function to solve Maze problem \*/  bool solveMazeUtil(int maze[N][N], int x, int y, int sol[N][N])  {      // if (x,y is goal) return true      if(x == N-1 && y == N-1)      {          sol[x][y] = 1;          return true;      }        // Check if maze[x][y] is valid      if(isSafe(maze, x, y) == true)      {          // mark x,y as part of solution path          sol[x][y] = 1;            /\* Move forward in x direction \*/          if (solveMazeUtil(maze, x+1, y, sol) == true)              return true;            /\* If moving in x direction doesn't give solution then             Move down in y direction  \*/          if (solveMazeUtil(maze, x, y+1, sol) == true)              return true;            /\* If none of the above movements work then BACKTRACK:              unmark x,y as part of solution path \*/          sol[x][y] = 0;          return false;      }        return false;  }    // driver program to test above function  int main()  {      int maze[N][N]  =  { {1, 0, 0, 0},          {1, 1, 0, 1},          {0, 1, 0, 0},          {1, 1, 1, 1}      };        solveMaze(maze);      return 0;  } |

Run on IDE

Output: The 1 values show the path for rat

1 0 0 0

1 1 0 0

0 1 0 0

0 1 1 1

# [What does O(log n) mean exactly?](http://stackoverflow.com/questions/2307283/what-does-olog-n-mean-exactly)

I am currently learning about Big O Notation running times and amortized times. I understand the notion of *O(n)* linear time, meaning that the size of the input affects the growth of the algorithm proportionally...and the same goes for, for example, quadratic time *O(n2)* etc..even algorithms, such as permutation generators, with *O(n!)* times, that grow by factorials.

For example, the following function is *O(n)* because the algorithm grows in proportion to its input *n*:

f(int n) {

int i;

for (i = 0; i < n; ++i)

printf("%d", i);

}

Similarly, if there was a nested loop, the time would be O(n2).

But what exactly is *O(log n)*? For example, what does it mean to say that the height of a complete binary tree is *O(log n)*?

I do know (maybe not in great detail) what Logarithm is, in the sense that: log10 100 = 2, but I cannot understand how to identify a function with a logarithmic time.

A:

I cannot understand how to identify a function with a log time.

The most common attributes of logarithmic running-time function are that:

* the choice of the next element on which to perform some action is one of several possibilities, and
* only one will need to be chosen.

or

* the elements on which the action is performed are digits of n

This is why, for example, looking up people in a phone book is O(log n). You don't need to checkevery person in the phone book to find the right one; instead, you can simply divide-and-conquer, and you only need to explore a tiny fraction of the entire space before you eventually find someone's phone number.

Of course, a bigger phone book will still take you a longer time, but it won't grow as quickly as the proportional increase in the additional size.

We can expand the phone book example to compare other kinds of operations and their running time. We will assume our phone book has businesses (the "Yellow Pages") which have unique names andpeople (the "White Pages") which may not have unique names. A phone number is assigned to at most one person or business. We will also assume that it takes constant time to flip to a specific page.

Here are the running times of some operations we might perform on the phone book, from best to worst:

* **O(1) (worst case):** Given the page that a business's name is on and the business name, find the phone number.
* **O(1) (average case):** Given the page that a person's name is on and their name, find the phone number.
* **O(log n):** Given a person's name, find the phone number by picking a random point about halfway through the part of the book you haven't searched yet, then checking to see whether the person's name is at that point. Then repeat the process about halfway through the part of the book where the person's name lies. (This is a binary search for a person's name.)
* **O(n):** Find all people whose phone numbers contain the digit "5".
* **O(n):** Given a phone number, find the person or business with that number.
* **O(n log n):** There was a mix-up at the printer's office, and our phone book had all its pages inserted in a random order. Fix the ordering so that it's correct by looking at the first name on each page and then putting that page in the appropriate spot in a new, empty phone book.

For the below examples, we're now at the printer's office. Phone books are waiting to be mailed to each resident or business, and there's a sticker on each phone book identifying where it should be mailed to. Every person or business gets one phone book.

* **O(n log n):** We want to personalize the phone book, so we're going to find each person or business's name in their designated copy, then circle their name in the book and write a short thank-you note for their patronage.
* **O(n2):** A mistake occurred at the office, and every entry in each of the phone books has an extra "0" at the end of the phone number. Take some white-out and remove each zero.
* **O(n · n!):** We're ready to load the phonebooks onto the shipping dock. Unfortunately, the robot that was supposed to load the books has gone haywire: it's putting the books onto the truck in a random order! Even worse, it loads all the books onto the truck, then checks to see if they're in the right order, and if not, it unloads them and starts over. (This is the dreaded **[bogo sort](http://en.wikipedia.org/wiki/Bogosort)**.)
* **O(nn):** You fix the robot so that it's loading things correctly. The next day, one of your co-workers plays a prank on you and wires the loading dock robot to the automated printing systems. Every time the robot goes to load an original book, the factory printer makes a duplicate run of all the phonebooks! Fortunately, the robot's bug-detection systems are sophisticated enough that the robot doesn't try printing even more copies when it encounters a duplicate book for loading, but it still has to load every original and duplicate book that's been printed.

# Q: C Program to Solve Josephus Problem using Linked List

This C Program Solves the Josephus Problem using Linked List. Josephus Problem talks about a problem where there are people standing in a circle waiting to be executed. The counting out begins at some point in the circle and proceeds around the circle in a fixed direction. In each step, a certain number of people are skipped and the next person is executed. The elimination proceeds around the circle (which is becoming smaller and smaller as the executed people are removed), until only the last person remains, who is given freedom.

Here is source code of the C Program to Solve Josephus Problem using Linked List. The C program is successfully compiled and run on a Linux system. The program output is also shown below.

1. */\**
2. *\* C Program to Solve Josephus Problem using Linked List*
3. *\*/*
4. #include <stdio.h>
5. #include <stdlib.h>
7. struct node
8. {
9. int num;
10. struct node \*next;
11. };
13. void create(struct node \*\*);
14. void display(struct node \*);
15. int survivor(struct node \*\*, int);
17. int main()
18. {
19. struct node \*head = NULL;
20. int survive, skip;
22. create(&head);
23. printf("The persons in circular list are:**\n**");
24. display(head);
25. printf("Enter the number of persons to be skipped: ");
26. scanf("%d", &skip);
27. survive = survivor(&head, skip);
28. printf("The person to survive is : %d**\n**", survive);
29. free(head);
31. return 0;
32. }
34. int survivor(struct node \*\*head, int k)
35. {
36. struct node \*p, \*q;
37. int i;
39. q = p = \*head;
40. while (p->next != p)
41. {
42. for (i = 0; i < k - 1; i++)
43. {
44. q = p;
45. p = p->next;
46. }
47. q->next = p->next;
48. printf("%d has been killed.**\n**", p->num);
49. free(p);
50. p = q->next;
51. }
52. \*head = p;
54. return (p->num);
55. }
57. void create (struct node \*\*head)
58. {
59. struct node \*temp, \*rear;
60. int a, ch;
62. do
63. {
64. printf("Enter a number: ");
65. scanf("%d", &a);
66. temp = (struct node \*)malloc(sizeof(struct node));
67. temp->num = a;
68. temp->next = NULL;
69. if (\*head == NULL)
70. {
71. \*head = temp;
72. }
73. else
74. {
75. rear->next = temp;
76. }
77. rear = temp;
78. printf("Do you want to add a number [1/0]? ");
79. scanf("%d", &ch);
80. } while (ch != 0);
81. rear->next = \*head;
82. }
84. void display(struct node \*head)
85. {
86. struct node \*temp;
88. temp = head;
89. printf("%d ", temp->num);
90. temp = temp->next;
91. while (head != temp)
92. {
93. printf("%d ", temp->num);
94. temp = temp->next;
95. }
96. printf("**\n**");
97. }

advertisements

$ **gcc** josephus.c

$ .**/**a.out

Enter a number: 1

Do you want to add a number **[**1**/**0**]**? 1

Enter a number: 2

Do you want to add a number **[**1**/**0**]**? 1

Enter a number: 3

Do you want to add a number **[**1**/**0**]**? 1

Enter a number: 4

Do you want to add a number **[**1**/**0**]**? 1

Enter a number: 5

Do you want to add a number **[**1**/**0**]**? 1

Enter a number: 6

Do you want to add a number **[**1**/**0**]**? 1

Enter a number: 7

Do you want to add a number **[**1**/**0**]**? 0

The persons **in** circular list are:

1 2 3 4 5 6 7

Enter the number of persons to be skipped: 3

3 has been killed.

6 has been killed.

2 has been killed.

7 has been killed.

5 has been killed.

1 has been killed.

The person to survive is : 4

# C library function - isdigit()

## **Description**

The C library function **void isdigit(int c)** checks if the passed character is a decimal digit character.

Decimal digits are (numbers) − 0 1 2 3 4 5 6 7 8 9.

## **Declaration**

Following is the declaration for isdigit() function.

int isdigit(int c);

## **Parameters**

* **c** − This is the character to be checked.

## **Return Value**

This function returns non-zero value if c is a digit, else it returns 0.

Q:

|  |
| --- |
| **Question 12**  **WRONG** |

A function f defined on stacks of integers satisfies the following properties. f(∅) = 0 and f (push (S, i)) = max (f(S), 0) + i for all stacks S and integers i.

If a stack S contains the integers 2, -3, 2, -1, 2 in order from bottom to top, what is f(S)?

|  |  |
| --- | --- |
| A | 6 |
| B | 4 |
|  | 3 |
|  | 2 |

[**Stack**](http://quiz.geeksforgeeks.org/?page_id=164)[**Gate IT 2005**](http://quiz.geeksforgeeks.org/?page_id=22019)  
[**Discuss it**](http://quiz.geeksforgeeks.org/gate-gate-it-2005-question-13/)

**Question 12 Explanation:**

f(S) = 0, max(f(S), 0) = 0, i = 2 f(S)new = max(f(S), 0) + i = 0 + 2 = 2   
f(S) = 2, max(f(S), 0) = 2, i = -3 f(S)new = max(f(S), 0) + i = 2 - 3 = -1   
f(S) = -1, max(f(S), 0) = 0, i = 2 f(S)new = max(f(S), 0) + i = 0 + 2 = 2   
f(S) = 2, max(f(S), 0) = 2, i = -1 f(S)new = max(f(S), 0) + i = 2 - 1 = 1   
f(S) = 1, max(f(S), 0) = 1, i = 2 f(S)new = max(f(S), 0) + i = 1 + 2 = 3   
   
Thus, option (C) is correct.   
   
Please comment below if you find anything wrong in the above post.

NOTE f(S) never takes the whole stack but only the elements of the stack.

# Q: [error: unknown type name ‘bool’](http://stackoverflow.com/questions/8133074/error-unknown-type-name-bool)

I downloaded the source code and wanted to compile the file of scanner. It produces this error:

[meepo@localhost cs143-pp1]$ gcc -o lex.yy.o lex.yy.c -ll

In file included from scanner.l:15:0:

scanner.h:59:5: error: unknown type name ‘bool’

In file included from scanner.l:16:0:

utility.h:64:38: error: unknown type name ‘bool’

utility.h:74:1: error: unknown type name ‘bool’

In file included from scanner.l:17:0:

errors.h:16:18: fatal error: string: No such file or directory

compilation terminated.

And I tried to use different complier to compile it, but it appeared different errors.

[meepo@localhost cs143-pp1]$ g++ -o scan lex.yy.c -ll

/usr/bin/ld: cannot find -ll

collect2: ld returned 1 exit status

My os is 3.0-ARCH, I don't know why this happened. How do I fix the error?

myQuestion – I got error in my code in DS with bool IsPresent() function??

A:

C90 does not support the boolean data type.

C99 does include it with this include:

#include <stdbool.h>

# Q: [Shouldn't the average search time for a linked list be O(N/2)?](http://stackoverflow.com/questions/20793020/shouldnt-the-average-search-time-for-a-linked-list-be-on-2)

I keep seeing [the search time](http://bigocheatsheet.com/) for linked lists listed as O(N) but if you have 100 elements in a list aren't you on average only comparing against 50 of them before you've found a match?

So is O(N/2) being rounded to O(N) or am I just wrong in thinking it's N/2 on average for a linked list lookup?

Thanks!

A:

The thing is, the order is really only talking about how the time increases as n increases.

So O(N) means that you have linear growth. If you double N then the time taken also doubles. N/2and N both have the same growth behaviour so in terms of Order they are identical.

Functions like log(N), and N^2 on the other hand have non-linear growth, N^2 for example means that if you double N the time taken increases 4 times.

It is all about ratios. If something on average takes 1 minute for 1 item will it on average take 2 minutes or 4 minutes for 2 items? O(N) will be 2 minutes, O(N^2) will take 4 minutes. If the original took 1 second then O(N) will take 2 seconds, O(N^2) 4 seconds.

The algorithm that takes 1 minute and the algorithm that takes 1 second are both O(N)!

# Q: [Hash table runtime complexity (insert, search and delete)](http://stackoverflow.com/questions/9214353/hash-table-runtime-complexity-insert-search-and-delete)

A:

[Hash tables](http://en.wikipedia.org/wiki/Hash_table) are O(1) **average and**[**amortized**](http://en.wikipedia.org/wiki/Amortized_analysis) case complexity, however it suffers from O(n)**worst case** time complexity. [And I think this is where your confusion is]

Hash tables suffer from O(n) worst time complexity due to two reasons:

1. If too many elements were hashed into the same key: looking inside this key may take O(n)time.
2. Once a hash table has passed its [load balance](http://en.wikipedia.org/wiki/Load_balancing_%28computing%29) - it has to rehash [create a new bigger table, and re-insert each element to the table].

However, it is said to be O(1) average and amortized case because:

1. It is very rare that many items will be hashed to the same key [if you chose a good hash function and you don't have too big load balance.
2. The rehash operation, which is O(n), can at most happen after n/2 ops, which are all assumedO(1): Thus when you sum the average time per op, you get : (n\*O(1) + O(n)) / n) = O(1)

Note because of the rehashing issue - a realtime applications and applications that need low [latency](http://en.wikipedia.org/wiki/Latency_%28engineering%29) - should not use a hash table as their data structure.

**EDIT:** Annother issue with hash tables: [cache](http://en.wikipedia.org/wiki/Cache)   
Another issue where you might see a performance loss in large hash tables is due to cache performance. **Hash Tables suffer from bad cache performance**, and thus for large collection - the access time might take longer, since you need to reload the relevant part of the table from the memory back into the cache.

# Q: [Hash table - why is it faster than arrays?](http://stackoverflow.com/questions/12020984/hash-table-why-is-it-faster-than-arrays)

A:

In cases where I have a key for each element and I don't know the index of the element into an array, hashtables perform better than arrays (O(1) vs O(n)).

The hash table search performs O(1) in the average case. In the worst case, the hash table search performs O(n): when you have collisions and the hash function always returns the same slot. One may think "this is a remote situation," but a good analysis should consider it. In this case you should iterate through all the elements like in an array or linked lists (O(n)).

Why is that? I mean: I have a key, I hash it.. I have the hash.. shouldn't the algorithm compare this hash against every element's hash? I think there's some trick behind the memory disposition, isn't it?

You have a key, You hash it.. you have the hash: the index of the hash table where the element is present (if it has been located before). At this point you can access the hash table record in O(1). If the load factor is small, it's unlikely to see more than one element there. So, the first element you see should be the element you are looking for. Otherwise, if you have more than one element you must compare the elements you will find in the position with the element you are looking for. In this case you have O(1) + O(number\_of\_elements).

In the average case, the hash table search complexity is O(1) + O(load\_factor) = O(1 + load\_factor).

Remember, load\_factor = n in the worst case. So, the search complexity is O(n) in the worst case.

I don't know what you mean with "trick behind the memory disposition". Under some points of view, the hash table (with its structure and collisions resolution by chaining) can be considered a "smart trick".

Of course, the hash table analysis results can be proven by math.

Q:

Heap sort is unstable sort why?

A:

### Stability**[**[**edit**](https://en.wikipedia.org/w/index.php?title=Sorting_algorithm&action=edit&section=2)**]**
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An example of stable sort on playing cards. When the cards are sorted by rank with a stable sort, the two 5s must remain in the same order in the sorted output that they were originally in. When they are sorted with a non-stable sort, the 5s may end up in the opposite order in the sorted output.

When sorting some kinds of data, only part of the data is examined when determining the sort order. For example, in the card sorting example to the right, the cards are being sorted by their rank, and their suit is being ignored. This allows the possibility of multiple different correctly sorted versions of the original list. Stable sorting algorithms choose one of these, according to the following rule: if two items compare as equal, like the two 5 cards, then their relative order will be preserved, so that if one came before the other in the input, it will also come before the other in the output

# Inorder Successor in Binary Search Tree

In Binary Tree, Inorder successor of a node is the next node in Inorder traversal of the Binary Tree. Inorder Successor is NULL for the last node in Inoorder traversal.  
In Binary Search Tree, Inorder Successor of an input node can also be defined as the node with the smallest key greater than the key of input node. So, it is sometimes important to find next node in sorted order.

[![http://geeksforgeeks.org/wp-content/uploads/2009/09/BST_LCA.gif](data:image/gif;base64,R0lGODlhAwHaAHAAACwAAAAAAwHaAIcAAAAEBAQICAgMDAwUEBAUFBQYFBAcGBQcGBggGBgkGBgcHBwgHBwkHBwgICAQJEAkICAoICAoJCQsJCAsJCQwJCQoKCgsKCQsKCgwKCQwKCgwLCw0LCw4LCwwMDA8LCw0MDA4MCw4MDBELCwsNExAMDA8NDQ4ODhENDQ8ODhIODhMODhAQEA8QFVEQEBQPDhVPDxVQDxMRERZQEBISEhMSEhhREBQSFlhRERhSERlSERQUFBVUFBpSEhtSEhpTEhVVVVtTEhdUGFtTExtUExZWVltUFBxUExdWVl1UEx1VVB5VVB5VVVtWWVhYWF5WVVlYWF9WVWBWVVlZWWBWVmBXVlpaWl5YWmJXVltaWmJYV1tbW2NYWGNZWFxcXF1cXGFaXF1dXWVaWV5dXWRbXV5eXl9eXmdbWl9fX2hcW2ddXmFgYGqdXGFhYWleX2yeXWNiYmNjY26fXmygYGRkZGVkZGVlZW+hYG+hYWZmZmdmZnGiYWdnZ3GjYnOjYnSkY2lpaXalZGqqqqurq62tra+vr7GxsbOzs7W1tba2tre3t7m5ubq6uru7u729vb///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAI/wAfCRxIsKDBgwgTKlzIsKHDhxAjOipEsSKiiBgzatzIsaPHjyBDEnREaAsGAAE6qFzZAMCAGnYuipxJs6bNmzg3DnIRoMSSN4GCCh3qR8yMBgXCLMrJtKnTp1ARNoqDAMWZoVizCt2ThAAPQ1HDih1L9iEfBDjuaF27lksGF0vLyp1LN+ciFzD8sN279kwDPnUDCx6MEVCDq3wTZ/UDw0UjwpAjR9azQq/iy1jPmHgsubPnsXpiYB6N9c3mz6hT4wxNurVQ05xVy5690VAG17gDnXFBu7fvho4wyMmNGwbg38iTC8zyhDhuPxQUKZ9O+1AE57nF1KDOPfUWJthx//9BELe7ecKOCFi+TObKFTdDwVwh07pHm/P4BQNaMVrIAxIkPKBGUC3898AVpMkBQX4MzoUEFpj1QcINgcxBQguBkHFgIAC2doB0DYYYVgppjDbHH0FdGEgTD8yxYoukdVCIiDQ+hYBarfmHYIEuXgHjaMbVKGROALjmH4aB8BiIjy6O5gMaQ0ZJkyMB5PgAkoHcACOTpD0p5ZchFbDHaD5SKBQYD9DXAgl9kDaDHWDG2REIbEQYIIATBiIhCf6ZOVoJhMgpaEY8cIGZGy0kmqgQQSHKp2sNyDTopA3FgUN4ue2BgCOUdrrQIgigiGlrTGzh6akJ1SDGqK0ZIAiqsBb/REgJrI7GBgYnABLrro+QWOtlMjpShBe8wrpIA+v9upYSXwwUBwuxFUspHzAoy5YcGHA6UCEeSCrtpEhoYe1iIRxikCInDPJtp+GOK5Qf5Uq1A5TrgluFu3vEqxAaO0RbL5hQlDDmr1pAYC5Dg5zg7b9fEgKBuKPuUQIS/iqEyAmBMhwnIwxUsKpze/QAQcYQNUJDHBp/iS4ghdRwABPJYsbGCgW0UfFDXhShbco0cnvwI4psQUAJRwDFlx9cHAWCrh4BcgKIPDdoB7QGkTQGBgN0UIIPXHc9QwcRDMBDTCId4sGMUePniBVWMNRIIYSgIffcdhTyM02NsIBy2t0t/8ICnJ554cTOfCNniAdgocYHC+UV3tvUjX92eOKOy7a2FYSn5jfglaOWN+e0XZ5554SZTflvU99MOl1OQ53c4XevTlfOoyO3sux05b23ecISiztZZqOd37Oq/45T6yL6bPxTaOhcI7rqLo9TI/NG6Uj1vyNSyNw1pDD3IKdjdHH0UvJb/COLFNKG3EikMIbcfAhPqSJ8IFFAAx10LUYaXaOQQQA1iEPsEKYwOSVsYYsAxBQgQIAO6IBrWEjDEbgGgw4AwHvhk1LLDgADLAxsL38Qgw0igIHjMMR8gxqfQBCBBASsQArDSQz/MoCAOJwvP3zAQAc+1po3wKBmxaMevf8mRb0puKABWBAVae6AAwRsIXIMQgQIYGA04oRsZAeBnqcagQQF8DA3fmDCX0S0hgnUKWITixa3FiYoh0EMU4yBS34c4YIfKJFVWoiOQIjnqYB9kFV+IRl3HCEDxFjrDiJIxLBOhYR7jcsPKhCkcghpyHHd4QJ0YOQbx/WHSFLHESCopLsQ6TpBQcGR7grKH0ogv998QQmpxAobQECp/cRyKHuAwA0ld5tbDuUHaxjUsWIWyy7wADmOgACOfKlKDQwwSi4QpS9XwLTeWIqZWNGOnArRAWwO5Q4I+A0GqujN8UBRSA/y5lBk1Bvb4KYJAGrBgHBjHzA1ggB35Msc1pT/p6DAE0D0GQ0XjkmbKUjBNRoSgho6hBsFgckOMxgNgK7gH0ahSQhXAFCbMPMHAuySMHRyDZfgSZwA1E5EBsUMHlqAIA5hSAhm4tJoMpDBz4jJNRJiaT9xE6kvRdM1bniAn4KiJTyQhpqzoVJutARQ4gDqSxCIoYkAZFShVLQ1OriPbBRxANz4iD7+qaprgiSlAOQzMRZK01CO5BopTGE2iyAAbtYUlK/mBqlSuqlKATTPoFzVNUcYA23MaqQHgCEQYc0NTb8UUswUiKVXOKwa/tME95yVL2+iTVTnaiBG5YYA5xRRoTAzhweY1rQYKtBpf4SZp87mp7hxwxXE6po//wQATGM4AkfnwFveGrW3vW1NT2dzTXUKRZtf4qZxhQLO3tzzsr50LVSlqs569ma0xt1DAeTUhh4sNxCg9Y1yjTuEIX4JVNBNJXJ90y5vYuukQoKoOv3QgNCmphEQ+OMtFzsoX2GTrMiZFTaZNb8GpPdXu6EOHERzSy0gwVOEUMGBRwUb7lAmlg5GVYQnjJ0Kc2cQEqjMuJTwYFjNSr+APA13zGcYaWJHDgmwAHwHVYiH/SqOH70v9tCHF2LmRgkYMATyYsVFgY1KDGPkjgoLwgcCzGCZrvFDV76greDxihAFWMEZxYOFBtTAvr0hRAEP4gg7VOWLl3nDDAiglILorv9YgABBBrjg473IYQgIQAIbkxMHGuxyEDUAgAPPkF42HKEEA8CAHeBLu2IZggcDiIANxFDnQLxBCisgAATQAObe9C4i6uMJAAS9kgGMGgRjIMRHAcG4bx0iDjUwNQAysJIDjBoDUwBEp31zu45UpBA5NsjkNGaIipQSP8qry+akhxw+CkZ0zE7qIiMDuWhrLleeGba1OwM71PjNhNseTLVT4wgn+C7cdYE2camGbrksW7weeGa7naLt3/R63lAZd3I+jW+neAFz3XF2v23y5vOsceA1sXJ+tIjwkAyZQUJs+EcaTSMUSjwjBRfSAS8eEYVHacn9VsSvKXK+QbDg2EL/ijhErJaCFJxk1BdMgQvaUNP58YEHBQDAAVZSagBAYAqDiJbF5dS8Ga/QJD05QhrSQM6ln0EHGbhgHHZdo0a0AQEc5AKKhyIHKaBgACDgg8on9XCDEOKIPxlNGmyQ5z0LiYUE6AGUL8MGGAgACFQXkscH4rASuPgyf+iyC9zeIC4ikcN72QOeg9mpjBeZusQ5wwQYXyM3juoPPwAB4b9EO8uzCvOaF5EjkGDkWrFhAnDwFCAc8IGth4cNzmwQITdZqz/kwAydurC74CXvSRYylkbA/aDqwOBU8v48lPRl8AXFB/740g8a2HxvoEAFbOL1vMjC5iy7M15m7oECeT8P/2yxCUzqNIICc7/leodELeP+YQLS9w54jIsC8glpnMst1SQR4PpYrp9G1tEaeEBbfcBbraEpRvcZtpQbeHAFiLcW4SUk30EaFoIlZBAg/0FbilF/yTF+rfEHAdIkrmFdNTIAlaYVC3UlQnEhc4AmQ6UY/0cbRZIb/sFarZEGKZByA2AiQqUigfAH75EiWJJmGGA7XYUbk6UkuNFcNRKAHEUfPhgfD+BZmOEHA4Ac3UcaIIhRNtgaAKBxKOAaURgUGkICDzgUAxBshNF+RoIhMoUbH1IjbEgaY1iGIjgacegb8tUapXUhAdIChwWHKIcfgxCGrRGFSbhRrZGGvyFgfP+IJ3fSUq5hUk14HYeIJXeyKKRhhciBCA3gHG94gNtVdTt4iGbiBpC4U0SITFVCHGDQAhpoK7QkJHq1XAOVHPj3XfongfO3XBzYbJfyXRHQe/jhhNm1KcmBXsv1BkUYJY2lTkkQBtOBXeqUWVFSiO5HHtOBCBNwhqPyXl/SXv8Fbsmxh8z0B7H3JfjVf8qSYN3hX75EBMIHJoTQAd5IHHfAAeGXGoogAulnLWcgAwkYIoMgYbFESvjRj/9YKwE5kCKyYaMkAoM4Hf0IebUiBgLZKfUYQ1uGKVGwARNJHYqAAbB0YzBQAw4pJIaAAUMwAroFRzCAK/voG47wBRlgkZH/l2SokggLkAB/p4VdBhiGcALEyB0r+WTYkQYoIEew4jOGcERJhBuKl2flcW+yZ2Z+V1tdlgL2dyoCx0IIMGkn+E1YAAMIwGlVM200cnYc5EGJIQdLgAIEoGe7wm8FsQiwNgAZoANLsHQl4gd+6QNHkWd8MGMCJyL0Yz/4AwNd0z8doGlbEHS8YpUIYQhtsAUtlwIukZloQDYOkWxDoj18MDffUwgzCSbdFhYMx3GfkTpkcT3mxZrowTYpeRNDJ5uB8W50sXG4WRf1Vhcg15tksTin2RTUo1XCKRaCU5thUQbOk5xPkXGdUXbQeRN75xnXWZ0zQZ2fIZ3aGRIURxvh//mdHUE9u+MbTlOc5EkQwfkbprOeGsGb06Gb8OkQtzkd6lafCjF256Fv+nku6RIiqfmfBHFwIrII2Eage8RuNGKXAydycFOahTCIDiokh7ltCbRAO6c1jtkBB0CYUEOZQwKa0TYIKUAAL4STZAkDB1BCJKoyCeo2v1aUp1JmVVEiPfQCAoAGajhHRVAGldkGopY1KxEBowaiu0IICICUVtQDCECOYNIG/TIQjxYAe0lobHEHZfmhaNl4pMeOm9gY6tkdBxRnc3aPd4BndDkoh2BjCNYAkvQleRAAWkYcgedlYzodhxACYEockBSnKfelR6aTUbKnY4kdnQSoyeOmrP+CY1FSCCFwqOGRqFFyYuOiGT2KHOt4jg0QkuYBke7iYaLVBd60fWtpkLEkqgyygN5UfiGiCAbGTO7III7Af9mYp6jxjL5kjfmBjcuFA+d5HmvwA+r0B53KIKqihTcQiH7VAjcQi3zBjAwCq/eIKTFIHXGlhQUiiVqyJkN4Gfx1HmgQBN+Vh+bhq5eBigHSUngwhS8CH6NhA8HKHTdCGn3ggFkRhKMRBLFJHXFgA2RyA5PVUhqCIKUliZexBKZicN1EGkooFFqCsIrBhOaxBUvAhxuyJBtysKRxrcqRW6OBKKZ1h2iSsaMxXN2RrBSYsT5isCa7iudBjYqxKKyVUy//exnSxR0qy4MEuyFBJbGJIa3noauJYVRveAMt8LOtwavcYbEY21ISQiEsAq+Y4bHJUYuYIVNgQAJ4wLGkEVjn8a9Pa1VXooKkobD4QVikIVPxVCCPMhpudR7oylH6GhRgsKyuIa/4sVlr+yOQ+B8vmBhZdR7Z+l2BEK7d4YGXEYoVcrOKcX0pi2bYJLTnkVKk8YoauFLMihmI+2GGaFzAmh/m6H4epTa2WqzaiB/P9V23mB+sSn6Uhx/ptFzsxCA8QKraN4sMkoXYRLH5sam+ZKyeOh2KO03VtLuRekuUeqDZh03G1ITJ6y7LSyOvG0u5lKnuyaeP5ElDckrBy0qFpMqogASn4Uh7yjK9Q1JkfVqFYhonjbR73EuPS7qQmBEyTzooftSO5CsoNooCOEoaPgRElOJ5MMmUlGKiKApDfKGlLFpCqMJFHfCTVShGUEopGQoBG7o1XIMCKvGhSMAHw7tNUFmtgcBEToSrz0MRcSM3g0ARIdwpYJmiijFDNYS9CioYF9xAD+QDETRBPlBBF4QGNXfDv5E+64MG7fM+aBA/GhEQADs=)](http://geeksforgeeks.org/wp-content/uploads/2009/09/BST_LCA.gif)

In the above diagram, inorder successor of **8**is **10**, inorder successor of **10**is **12**and inorder successor of **14**is**20**.

Check out more of it here- <http://www.geeksforgeeks.org/inorder-successor-in-binary-search-tree/>

# Q: [What is satellite information in data structures?](http://stackoverflow.com/questions/14551845/what-is-satellite-information-in-data-structures)

A:

Satellite data refers to any "payload" data which you want to store in your data structure and which is*not* part of the *structure* of the data structure. It can be anything you want. It can be a single value, a large collection of values, or a pointer to some other location that holds the value.

For example, here's a list node for a singly linked list whose satellite data is a single integer:

struct node

{

node \* next;

int satellite;

};

In other words, the whole value of any given data structure lies in the data which it contains, which is the satellite data in your book's terminology. The data structure will additionally consume structural data (like the next pointer in the example) to perform the algorithms which define it, but those are essentially "overhead" from the user's perspective.

For associative containers, the "key" value performs a dual role: On the one hand it is user data, but on the other hand it is also part of the structure of the container. However, a tree can be equipped with additional satellite data, in which case it becomes a "map" from key data to satellite data.

At one extreme you have a fixed-size array which has *no* overhead and only payload data, and on the other extreme you have complicated structures like multiindexes, tries, Judy arrays, or lockfree containers which maintain a comparably large amount of structural data.

Q: How to delete the root of a tree data structure??

A:  
/\*  This function traverses tree in post order to

    to delete each and every node of the tree \*/

void deleteTree(struct node\* node)

{

    if (node == NULL) return;

    /\* first delete both subtrees \*/

    deleteTree(node->left);

    deleteTree(node->right);

    /\* then delete the node \*/

    printf("\n Deleting node: %d", node->data);

    free(node);

}

The above deleteTree() function deletes the tree, but doesn’t change root to NULL which may cause problems if the user of deleteTree() doesn’t change root to NULL and tires to access values using root pointer. We can modify the deleteTree() function to take reference to the root node so that this problem doesn’t occur. See the following code.

/\*  This function is same as deleteTree() in the previous program \*/

void \_deleteTree(struct node\* node)

{

    if (node == NULL) return;

    /\* first delete both subtrees \*/

    \_deleteTree(node->left);

    \_deleteTree(node->right);

    /\* then delete the node \*/

    printf("\n Deleting node: %d", node->data);

    free(node);

}

/\* Deletes a tree and sets the root as NULL \*/

void deleteTree(struct node\*\* node\_ref)

{

  \_deleteTree(\*node\_ref);

  \*node\_ref = NULL;

}

Obviously the double pointer method is going to help!! This is its power.

Call the function in main as deleteTree(&root);

And rest will happen all by itself.

# Q: How do we calculate space complexity?

A:

The space complexity of an algorithm or data structure is the maximum amount of space used at any one time, ignoring the space used by the input to the algorithm. The notation for space complexity is exactly the same as the notation for time complexity.  
  
Examples:  
  
Binary search uses Θ(1)Θ(1) space\*. The only additional space used is constant number of indices.  
  
Quick sort uses Θ(1)Θ(1) space\* if done in-place (where the input array is modified), but has Θ(n)Θ(n) space complexity otherwise (since it must build a new list of size nn).  
  
Storing a graph in adjacency list form takes Θ(V+E)Θ(V+E) space\*. For each vertex, we store a list of its edges. There are EE edges, so clearly we use Ω(E)Ω(E) space. However, we also need to store Ω(V)Ω(V) references to lists.  
  
Storing a graph in matrix form takes Θ(V2)Θ(V2) space. For each pair of vertices we use Θ(1)Θ(1)space to indicate whether or not the edge between them is present.  
  
  
\* This actually depends on the model you specify. In a more formal model, any index or pointer into a structure of size nn requires Ω(logn)Ω(log⁡n) bits, so the space complexity will be Ω(logn)Ω(log⁡n). Usually a simpler model is used where indices and pointers are considered to take Θ(1)Θ(1) space.  
  
The same kinds of simplifications are also done when considering time complexity. Usually adding two numbers is assumed to be a Θ(1)Θ(1) operation, but adding two nn bit numbers necessarily takes Ω(n)Ω(n) time.

To know more go to-

<https://www.quora.com/How-do-we-calculate-space-time-complexity-of-an-algorithm>

# Q: [How to use redirection in C for file input](http://stackoverflow.com/questions/19467865/how-to-use-redirection-in-c-for-file-input)

I need to get the file from the terminal, I know the command will look like:

./a.out < fileName.txt

I'm not sure how to use fgets() in my program to use the file requested from the terminal.

A:

Using redirection sends the contents of the input file to stdin, so you need to read from stdin inside your code, so something like (error checking omitted for clarity)

#include <stdio.h>

#define BUFFERSIZE 100

int main (int argc, char \*argv[])

{

char buffer[BUFFERSIZE];

fgets(buffer, BUFFERSIZE , stdin);

printf("Read: %s", buffer);

return 0;

}